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Abstract – Secure communication and information exchange in the presence of adversaries is a critical 

issue in today's digital age. Cryptography is becoming increasingly important in our modern world, as we 

rely more and more on secure communication and data transfer. In this paper, we explore the performance 

of several widely-used cryptographic algorithms. Our aim is to provide a useful resource for anyone 

seeking to improve their understanding of encryption and the factors that affect its effectiveness. Through 

our experiments, we hope to shed light on the strengths and weaknesses of different algorithms and to 

help researchers and practitioners make informed decisions about which techniques to use in their work. 

This research paper aims to provide a comparative analysis of the cryptographic algorithms Serpent, Two 

fish and Salsa20. This paper also analyzes parameters like key size, block size, number of rounds, and 

throughput of the algorithms to determine the efficiency of the cryptosystems. 

 

Index Terms – Cryptography, AES, Twofish, Serpent, Salsa20, Security, Encryption, Decryption, 

Security, Simulation, Comparison, Block Ciphers. 

 

I. INTRODUCTION  

 

In today's digital age, securing information and communication has become a crucial aspect of 

modern society. With the increasing reliance on technology and the internet, sensitive data is vulnerable 

to interception, theft, and manipulation by malicious actors. This is where cryptography, the science 

and art of securing communication, comes into play. Cryptography is a technique used to protect 

messages and data by transforming them in a way that makes them unintelligible to unauthorized parties 

[1]. By converting plain text into ciphertext, cryptography ensures the confidentiality, integrity, 

authenticity, and non-repudiation of data. The use of cryptography has become an integral part of many 

applications and systems, including secure messaging, online banking, e-commerce, and data storage. 

Further cryptographic based encryption mechanisms are used for securing the image data [2][3]. In this 

paper, we will perform a comparative analysis of various cryptographic algorithms, exploring their 
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strengths and weaknesses, and providing insights on how to select the appropriate algorithm for specific 

use cases. Encryption schemes are divided into two groups, block ciphers and stream ciphers. Block 

ciphers divide the input message into blocks of fixed size, and perform encryption on the blocks 

separately. The encrypted blocks are combined to generate the overall cipher text. Stream ciphers, 

however, treat the input message as a stream of bits and encrypt the entire message at once, unlike block 

ciphers. 

 

SERPENT 

 

The Serpent cipher uses a single key for encryption and decryption in the algorithm that was 

designed in 1998 by a team of cryptographers including Ross Anderson, Eli Biham, and Lars Knudsen 

[4]. It is a block cipher that encrypts fixed-sized blocks of plaintext using a secret key. The algorithm 

uses a substitution-permutation network (SPN) structure and is designed to provide high security with 

a low risk of potential weaknesses. Serpent cipher has become popular in numerous applications such 

as disk encryption, VPNs, and secure communications, due to its high-security level, efficient 

implementation, and versatility. As a result, it is considered to be a reliable encryption algorithm for a 

wide range of use cases. 

The Serpent cipher has a block size of 128 bits and supports key sizes of 128, 192, and 256 bits 

[5][6]. It is based on the use of S-boxes, which are tables that replace input values with output values 

based on a certain algorithm. Each round uses 32 copies of the same 4-bit to 4-bit S-box [7]. The S-

boxes used in the Serpent cipher are carefully designed to provide a high degree of nonlinearity and 

resistance against differential and linear cryptanalysis attacks. 

 

TWOFISH 

 

The block cypher algorithm Twofish uses a variable-length key that can be up to 256 bits long. 

The cypher consists of a 16-round network with a fixed 4-by-4 maximum distance separable matrix, 

four 8-by-8-bit S-boxes that depend on the keys, and a bijective F function. The eight sub-keys K0-K7 

are used to XOR the input and output data. Input and output whitening are the names given to these 

XOR operations [8]. The eight sub-keys K0 through K7 are used to XOR the input and output data in 

the two-fish technique. Both the input and output of these X-AND operations are whitened. Key-

dependent S-boxes, MDS matrices, and pseudo-Hadamard transforms (PHT) are a few of the five 

various kinds of component operations that make up the F-function [9]. The architecture of the round 

function and the key scheduling allows a number of trade-offs between speed, software size, key setup 

time, gate count, and memory. 

 

SALSA20 

 

Salsa20 takes a 256-bit key and a 64-bit nonce and uses them to generate a 270-byte stream. To 

encrypt a plaintext of b bytes, Salsa20 XORs the first b bytes of the stream with the plaintext, and 

discards the remaining bytes. To decrypt a ciphertext of b bytes, Salsa20 XORs the first b bytes of the 

stream with the ciphertext [10]. 
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The stream is created in 64-byte (512-bit) blocks, each of which is a unique hash of the key, nonce, 

and block number. Since there is no chaining between blocks, the stream can be arbitrarily accessed 

and any number of blocks can be computed concurrently. Unlike other encryption algorithms, Salsa20 

does not have any hidden preprocessing costs. Each block uses the key and nonce directly as input, 

without any additional preprocessing. This makes Salsa20 a very efficient and effective encryption 

algorithm for a wide range of applications. Cryptographic algorithms are very important to achieve 

privacy and data confidentiality with access control between the communicating parties [11] and in turn 

maintain the trust among the devices [12]. 

 

II. LITERATURE SURVEY 

Here we provide the brief literature of considered cryptographic algorithms and their usages. 

 

Redesigning the Serpent Algorithm By Pa-Loop And Its Image Encryption Application 

  

The limitations of existing image encryption techniques that use their own proposed structure, 

often sacrifice speed and security. Despite its initial success, the DES algorithm lost popularity due to 

its shorter key length and its original design for hardware enciphering, rather than software encryption 

[13]. This led to the development of the AES. A new method for image encryption using the Serpent 

cipher algorithm in a Feistel network structure is used. While previous research has utilized various 

image encryption techniques, including BCH Codes, Elliptic curve, Cyclic codes, QFT, SPN network, 

Polynomial mapped, and Mobius transformation, the paper took a different approach by incorporating 

power associative loop structure into the modified Serpent algorithm. The proposed method is 

demonstrated to effectively encrypt images, offering a promising solution to image protection.  

 

This modified version of the Serpent encryption scheme, where the S-box construction is different 

and is developed using Power-Associative (PA) loops. The proposed scheme uses a 128-bit key and PA 

loops of order 256, providing a larger key space than the extended binary Galois field. This makes it 

harder for an attacker to break the system, even if they have knowledge of the key but not the loop. The 

noncommutative nature of the proposed mathematical system also enhances its security. The scheme is 

applicable to both text and image encryption and has been tested through various analyses, showing its 

effectiveness in real-world scenarios [14]. 

 

The Saturation Attack - A Bait For Twofish 

  

 In the paper, the concept of a "saturation attack" is introduced, which takes advantage of a 

permutation p over w-bit words. The attack, at the time of the paper’s research, was considered the best 

attack against the Twofish cipher. The set of outputs is the same as the set of inputs when p is applied 

to all 2w disjoint words. The use of saturation attacks on reduced-round Twofish block cyphers, with 

up to seven rounds with full whitening or eight rounds without whitening, is then explored in the study. 

These attacks can be up to 2-4 times faster than exhaustive search and require up to 2127 chosen 
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plaintexts. The attacks use key-independent distinguishers for up to six rounds of Twofish and rely 

heavily on the saturation properties.  

The Twofish cipher is made up of 16 rounds and features two-sided whitening. Attackers are only 

able to break one half of the cypher when using saturation attacks on reduced-round varieties of Twofish 

with up to seven rounds with complete whitening or eight rounds without whitening at the conclusion 

(i.e., half of the cypher). This means that Twofish still maintains a reasonable security margin against 

the attack [15]. It directly can affect communication in various applications like VANET, email, smart 

applications [16] [17].  

 

A Lightweight Cipher Based On Salsa20 For Resource-Constrained Iot Devices 

    

The paper incorporates a Salsa20-based cipher to provide security to IoT applications. Despite 

having a considerable amount of benefits, IoT has characteristics that make it vulnerable to security 

threats. In addition, the limitations of computing and energy resources in IoT devices constrain their 

ability to implement current ciphers. The paper covers the use of the Generador de Bits Pseudo 

Aleatorios (GBPA) cipher that is based on Salsa20 that was designed to meet the low computing 

requirements of IoT devices. Its implementation allows for IoT devices to attain a higher level of 

security, providing greater privacy to user’s and protection against damaging attacks to the systems. 

From the research it can be seen that by making a few improvement to the Salsa20 cipher, memory 

usage and computing requirements (namely, CPU cycles and power consumption) can be reduced to 

better match IoT devices. The paper also mentions the security of the Salsa20 cipher itself and how it’s 

security can only be compromised by reduction in the number of rounds [18] [19]. 

 

III. COMPARATIVE ANALYSIS OF ALGORITHMS 

After studying the various techniques used to perform encipherment, we have done the comparison 

based on the following important factors: Input data size: This parameter refers to the size of the data 

that is being encrypted or decrypted by the algorithm. It is an important parameter to consider because 

different algorithms may have different performance characteristics depending on the size of the input 

data. For example, an algorithm that performs well with small input sizes may not necessarily perform 

well with larger input sizes. In the comparative analysis, we varied the input data size to evaluate how 

each algorithm performs with different input sizes. 

 

Time: This parameter refers to the time taken by the algorithm to encrypt or decrypt the input data. 

It is an important parameter to consider because the speed of the algorithm directly affects the usability 

of the encryption technique. A slow algorithm can be impractical to use in real-world scenarios. In the 

comparative analysis, we measured the time taken by each algorithm to encrypt and decrypt the input 

data. Throughput: This parameter refers to the amount of data that can be encrypted or decrypted by the 

algorithm in a given amount of time. It is an important parameter to consider because it indicates the 

efficiency of the algorithm. A high throughput algorithm can handle large amounts of data quickly and 

efficiently. In the comparative analysis, we measured the throughput of each algorithm by calculating 

the amount of data that could be encrypted or decrypted per unit time. 
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The comparison parameters are shown in Table 1. 

Table 1: Comparison of features 

Features SERPENT TWOFISH SALSA20 

Key Used same key for encryption 

and decryption 

same key for encryption and 

decryption 

same key for encryption 

and decryption 

Encryption scheme Block cipher Block cipher Stream cipher 

Block size 128 bits 128 bits each bit is treated 

individually 

Key Size 128/ 196/  256 bits variable (up to 256 bits) 256 bits 

Rounds 32 16 20 

 

Simulation Analysis 

 

This section of the paper presents the results obtained after simulating the cryptographic 

algorithms and testing them with various data input sizes measured in kilobytes. The study takes into 

account the encryption and decryption times for each algorithm. The purpose of the experiment is to 

compare the algorithms based on their performance in terms of time and throughput. To conduct the 

experiment, we generated random input data of various sizes ranging from 48KB to 5344KB. The time 

taken to encrypt and decrypt the data was measured for each algorithm, and the throughput was 

calculated based on the amount of data that could be processed in a given time. The experiment provides 

insights into the strengths and weaknesses of each algorithm and helps in making an informed decision 

about selecting an appropriate algorithm for a particular application. The average of 5 iterations were 

taken for each input sample. NOTE: Serpent and Twofish algorithms were written in Python2 whereas 

Salsa20 was written in Python3. The encryption time is shown in Table 2 and decryption time in Table 

3. 

 

Table 2: Encryption time(milliseconds) of different data packet size(KB) 

Input size (KB) Serpent Twofish Salsa20 

48 243.31 77.63 0.16 

64 340.08 101.09 0.22 

96 532.25 162.07 0.32 

240 1311.14 416.61 0.83 

320 1681.79 608.34 1.19 

560 2966.38 1252.55 2.75 

896 4769.74 3047.90 4.09 

5344 29320.63 82054.55 21.16 

Throughput (KB/Sec) 187.256 468.711 265529.066 



 
 

      

 
 

217 

 

Table 3: Decryption time(milliseconds) of different data packet size(KB) 

Input size (KB) Serpent Twofish Salsa20 

48 243.25 76.89 0.14 

64 331.28 102.73 0.19 

96 528.69 166.01 0.27 

240 1289.41 430.98 0.69 

320 1858.94 597.76 1.00 

560 3052.43 1257.60 1.71 

896 5099.78 3046.67 2.73 

5344 30605.38 80098.67 16.86 

Throughput (KB/ms) 183.02 465.480 334466.828 

 

The execution and working of the considered algorithms are shown in figure 1. 

 

 

 

 
Figure 2: Execution of cryptographic algorithms 
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IV. CONCLUSION 

After conducting the experiments and analyzing the results, it was found that Salsa20 

outperformed the other two algorithms, Twofish and Serpent, by a significant margin. The results 

showed that Salsa20 had the fastest encryption and decryption times compared to the other algorithms, 

while also maintaining high levels of data security. Thus, it can be concluded that Salsa20 is a strong 

candidate for applications that require high-speed and secure encryption and decryption of data. 

However, it is important to note that the choice of algorithm also depends on specific application 

requirements and constraints. 
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