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Abstract – Video chat applications are widely used for various purposes, such as social, 

educational, and professional communication. However, developing a video chat 

application can be challenging, as it requires handling complex issues such as network 

latency, bandwidth, security, and compatibility. Web Real-Time Communication 

(WebRTC) is a cutting-edge technology that enables peer-to-peer real-time 

communication without the need for additional software or plugins. WebRTC is a set of 

APIs and protocols that allow browsers and mobile applications to exchange audio, video, 

and data streams directly, without relying on intermediate servers or platforms. In this 

paper, we propose a video chat application that uses WebRTC and Node.js, a JavaScript 

runtime environment that allows for fast and scalable network applications3. We describe 

the design and implementation of our application, which consists of a web-based user 

interface, a signaling server, and a peer connection manager. We also evaluate the 

performance and usability of our application and compare it with other existing video chat 

applications. We demonstrate that our application can provide high-quality, secure, and 

user-friendly video chat services using WebRTC and Node.js 

 

Index Terms –  Web Real-Time Communication, Teleconferencing, Peer-To-Peer, Media 

Stream, RTCPeerConnection. 
 

 
I. INTRODUCTION  

The use of video chat applications has become increasingly popular in recent years, with millions 

of users worldwide relying on these platforms for communication and collaboration. However, the 

development of such applications can be challenging, particularly when it comes to ensuring their 

reliability and performance. The importance of this topic lies in its potential to address the limitations 

of existing video chat applications, particularly in terms of their reliability and performance. By 

exploring the use of WebRTC (Web Real Time Communication), Firebase platform, and Vite tool in 
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the development of video chat applications, this research aims to contribute to the advancement of this 

field and provide valuable insights for beginners, developers, and users alike. We will explore the 

process of deploying a Vite application using Firebase hosting. Vite, a fast and modern build tool for 

JavaScript applications, combined with Firebase’s powerful hosting platform, provides beginners with 

an effortless way to deploy their applications. 

 

 
Fig. 1: Integrate Video and chat functionality with WebRTC, Socket.IO & Node.js[12] 

 

II. LITERATURE SURVEY 

Previous research on video chat applications has primarily focused on their design and user 

experience, with less attention given to their development and implementation. However, there is a 

growing interest in the use of WebRTC and Firebase platform in the development of real-time 

applications, including video chat applications. Despite the growing interest in the use of WebRTC and 

Firebase in the development of video chat applications, there is a lack of research on the specific 

challenges and opportunities associated with this approach. There is a need for further investigation into 

the technical and practical aspects of implementing these technologies in the development of reliable 

and performant video chat applications. The development of reliable and performant video chat 

applications is of critical importance, particularly in today's increasingly connected world. By exploring 

the use of WebRTC using Firebase platform in the development of such applications, this research aims 

to address the limitations of existing approaches and provide valuable insights for beginners, 

developers, and users alike. The aim of this research is to investigate the potential of WebRTC, Firebase, 

and Vite tools in the development of reliable and performant video chat applications, and to identify the 

challenges and opportunities associated with this approach. Based on previous research and practical 

experience, it is hypothesized that the use of WebRTC and Firebase platform in the development of 

video chat applications using peer to peer service can improve their reliability and performance, and 

that this approach can address some of the limitations of existing video chat applications. 

 

It address the signaling issue or the use of a third-party service (Licode-Erizo) to run the 

application [12]. Moreover, and point out that using MCU is very expensive and consumes a lot of 

bandwidth. Some video conferencing codecs may support a limited number of multipoint connections 

(e.g. up to 4 users), but this may not be enough for larger groups. Therefore, finding a scalable and cost-

effective solution for WebRTC signaling and multi-party communication remains an open challenge 

[8]. Based on the related work reviewed above, it can be concluded that signaling between browser-to-

browser and server is not standardized in WebRTC. 
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III. PROPOSED WORK 

It works like this the first peer will create an offer asking for another peer to connect to them this 

will result in an STP object or session description protocol which contains information describing the 

peer-to-peer connection like the video codes timing and so on. The data then will be saved in a server 

where it can be read by another peer to answer the call which is achieved by creating an STP answer 

and writing that to the server this process is known as SIGNALING and it is handled by their party 

server. The signaling server allows the two parties to securely exchange the connection data  but never 

touches the media  that’s actually transmitted between the peers .But here’s when the things get tricky 

most devices in the real world sit behind firewalls and Ip addresses constantly change , thanks to 

network address translation this makes peer to peer connection complicated from  a networking 

standpoint but luckily there’s a standard called INTERACTIVE CONNECTIVITY 

ESTABLISHMENT or ICE which helps the clients coordinate the discovery of their public facing Ip 

addresses . Now both peers will generate a list of ICE candidates which contain Ip address and port 

which peer one can use to connect to peer two. In the background WebRTC will do this by making a 

series of requests to a STUN SERVER. A stun server is not something you need to set up on your own 

because there are many options out there from reliable sources like google. Each peer will save their 

ICE candidate in the database where they can be read by the other peer. The algorithm will then 

automatically determine which candidate is best and at which point real-time media can begin flowing 

between the two peers. 

 
Fig. 2: Breakdown of WebRTC signaling process 



 
 

 

    

186 

IV. IMPLEMENTATION AND RESULTS 

For the implementation of this project, we need to install vite tool in our folder. So, we need to 

type the Command: “npm init vite” as shown in terminal (Fig.3). Give project name and package name 

as shown in below figure (3). After naming the project, in the explorer the folder gets created with the 

required node modules. Then after giving project name, we can specify the specific framework required 

and as well as the variant like TypeScript, JavaScript etc. Then change the folder and move to VIDEO 

CALL. Now run command npm install: This command installs a package and any packages that it 

depends on. If the package has a package-lock, or an shrink wrap file, or a yarn lock file, the installation 

of dependencies will be driven by that, respecting the following order of precedence: npm-

shrinkwrap.json. 

 
Fig. 3: Terminals 

Next step before running the file we need to set up the firebase platform as it helps to make calls 

and provides an interface and configuration. So, in the browser type www.firebase.com .Now in 

Firebase create a project. 

 
Fig. 4: Fire Base 

 

Next step after creating a project we need to connect firebase to your web app. Follow the given 

steps as given in fig.5 and fig.6. 

http://www.firebase.com/
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Fig.5. Fire Base 

 
Fig.6. FireBase 

 

Now you need to copy the code from firebaseconfig (Fig.7) and paste it into the main.js 

file as shown below Fig.8: 

 
Fig.7. FireBase 
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Fig.8. Terminals 

 

Now in terminal run the command: npm run dev. 

 
Fig.9. Terminals 

 

Next click on the http link shown in the above Fig.9: 
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Fig.10. Web Browser 

 

We can see there are two cameras local stream and remote stream and an option to create new call 

and to join a call. We can join a call using another http page or device. Before we need to create a 

firestore database to make the local stream and remote stream work. Create a firestore database as 

shown in the below Fig.11. 

 

 
Fig.11. FireStore Database in Firebase 

 

Add two collections called answer Candidate for local stream user and after Candidate for remote 

stream user (fig.11). Now from another browser the remote stream answers calls using the id created 

and joins the call. 
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Fig.12. Web Browser 

 

V. CONCLUSION 

In conclusion, the project successfully leverages WebRTC to enable real-time audio and video 

potential to build applications similar to Zoom or Skype. The implementation focuses on a 1-to-1 video 

chat scenario, where peers communicate directly with each other, eliminating the need for an 

intermediary server to handle video content. One of the key features of the project is the utilization of 

a third-party server for signaling purposes. This server stores shared data for stream negotiation, 

facilitating the exchange of information between peers. Firebase is specifically chosen for this role due 

to its seamless integration with WebRTC. The decision to use Firebase is justified by its ability to handle 

real-time updates to the database, ensuring efficient communication between peers. 

 

By adopting WebRTC and integrating it with Firebase for signaling, the project not only 

demonstrates the technical capabilities of enabling peer-to-peer communication but also highlights the 

importance of a reliable and responsive signaling mechanism. This approach enhances the overall user 

experience by providing a smooth and uninterrupted real-time communication channel. In summary, 

the project effectively combines WebRTC for direct peer-to-peer communication and Firebase for 

efficient signaling, showcasing a practical and scalable solution for building real-time audio/video 

communication applications on the web. 
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